# CS 305 Project One Template

## Document Revision History

| **Version** | **Date** | **Author** | **Comments** |
| --- | --- | --- | --- |
| **1.0** | **11/15/2024** | **Rikka Eng** |  |

## Client

![Artemis Financial Logo](data:image/png;base64,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)

## Instructions

Submit this completed vulnerability assessment report. Replace the bracketed text with the relevant information. In this report, identify your security vulnerability findings and recommend the next steps to remedy the issues you have found.

* Respond to the five steps outlined below and include your findings.
* Respond using your own words. You may also include images or supporting materials. If you include them, make certain to insert them in the relevant locations in the document.
* Refer to the Project One Guidelines and Rubric for more detailed instructions about each section of the template.

## Developer

Rikka Eng

**1. Interpreting Client Needs**

Determine your client’s needs and potential threats and attacks associated with the company’s application and software security requirements. Consider the following questions regarding how companies protect against external threats based on the scenario information:

* What is the value of secure communications to the company?
* Are there any international transactions that the company produces?
* Are there governmental restrictions on secure communications to consider?
* What external threats might be present now and in the immediate future?
* What modernization requirements must be considered, such as the role of open-source libraries and evolving web application technologies?

**Intro:** Alright, so I work at Global Rain. An outsourced software company hired by Artemis Fowl to modernize their features and business. Artemis Fowl works in entrepreneurs, businesses, and government agencies around the world. A part of Artemis Fowl’s motive is their huge desire for security, particularly focusing on RESTful Web applications and APIs.

**Value of Secure Communication:** Secure communications are critical to maintain customer trust and ensuring the confidentiality and integrity of financial data. Considering the nature of Artemis Financial business operations, from other businesses to government agencies. Artemis deals with extremely sensitive information, and any compromise could result in regulatory penalties, loss of business reputation, or even lawsuits.

Rajputg0n66. (2024, July 8). Secure communication in distributed system. GeeksforGeeks. <https://www.geeksforgeeks.org/secure-communication-in-distributed-system/>

**International transactions:** Given the context, we are not explicitly sure whether the company is involved in international transactions. However, due to the nature of their specialization in RESTful Web APIs, it is plausible that they would, as such security measures are necessary for nationwide communications. They could be partnered with foreign banks, financial institutions, or even a foreign business for transactions like savings, retirement plans, or insurance. If they do engage in such affairs, they will have to take into consideration several factors depending on the foreign region:

* **GDPR:** The General Data Protection Regulation is a legal thingy pushed by the UK that affects any organization handling personal data of EU citizens, regardless of what planet, universe, or even country the other entity resides. This includes Artimis Financial, and they will have to comply with security related measure when dealing with sensitive information that may regard EU business, insurance, or retirement plans.

Wolford Ben. (n.d.) What is the GDPR? Europe’s new data privacy and security law includes hundreds of pages’ worth of new requirements for organizations around the world. This GDPR overview will help you understand the law and determine what parts of it apply to you.From <https://gdpr.eu/what-is-gdpr/>

* **Multi-Currency:** Due to currency conversions. The company may expose some vulnerabilities:
  + When converting currencies, APIs often interact with third**-**party services or financial systems. Without proper encryption, this communication could expose sensitive data to potential data thieves.
  + Multi-currency transactions complicate fraud detection because of varying regulator frameworks across countries.
  + Different regions have strict requirements for currency conversion, this is evident by the Payment Services Directive 2(PSD2) law in the UK.

Open Web Application Security Project (OWASP). (n.d.). REST Security Cheat Sheet. From <https://cheatsheetseries.owasp.org/cheatsheets/REST_Security_Cheat_Sheet.html>

IR Team. (n.d.). What is ISO 20022 and How is it Changing? From <https://www.ir.com/guides/what-is-iso-20022>

Bbva. (2019, Oct 16). Everything you need to know about PSD2. From <https://www.bbva.com/en/economy-and-finance/everything-need-know-psd2/>

* **API Protocols**: Artemis Financials’ specialization in RESTful APIS is pivotal for having secure connections to other nations in terms of transactions and communications over software systems over the internet. This is essential for integrating various financial services and conducting cross-border operations.
  + **RESTful APIS**: they include security features such as HTTPS, OAuth 2.0, and authentication / authorization methods to ensure that sensitive financial data is protected during international transactions. These measures help prevent unauthorized access and data breaches.

Epico Finanace. (2024). Integrating Financial Solutions With REST API: A Complete Guide. From <https://www.epicofinance.com/post/integrating-financial-solutions-with-rest-api-a-complete-guide>

Stripe. (2024. July 29) Financial APIs explained: What they are, how they work, and how they’re changing fintech. From <https://stripe.com/resources/more/financial-apis-explained-what-they-are-how-they-work-and-how-they-are-changing-fintech>

**Government Restrictions:** Artemis Financial must consider governmental restrictions and regulations that could impact secure communications. Financial institutions like Artemis Financial often handle sensitive customer information, making compliance with various laws and regulations critical. Based on the scenario and the context of financial planning.

* **Gramm-Leach-Bliley Act:** This is a federal law that says: financial institutions must protect the privacy of consumers’ financial information otherwise there’ll be consequences, and messing with the feds is something nobody should ever do. The GLBA’s safeguards rule requires the development and implementation of comprehensive information security program to secure customer data.
* **GDPR:** Operations involving European Union clients. Artemis must comply and enforce strict data protection and privacy standards. This includes ensuring secure communication channels when handling personal data of EU citizens.
* **SEC**: Sec requires financial firms to maintain records of business communication including electronic messages.
* **FCA**: In the UK, the FCA has placed heavy demands in the use of encrypted messaging apps by financial institutions to prevent market abuse and ensure compliance with record-keeping requirements.
* **FTC**: The FTC also affects Artemis Financial, emphasizing the need for encryption and access controls to protect consumer financial information.
* **NIST**: When adhering to NIST’s cybersecurity frameworks can help Artemis Financial align with best practices and regulatory expectations for secure communications.
* **Secure and Trusted Communications networks Act of 2019**: The US law prohibits the use of certain foreign telecommunications equipment and services deemed to pose national security risks. Artemis Financial must ensure that its communication infrastructure complies with these.
* **Bank Secrecy Act**: US regulation require financial institutions to implement strong AML and KTC programs, which include secure communication protocols to detect and prevent financial crimes, such as money laundering. Regulators have intensified their focus on financial crime compliance, emphasizing the importance of secure and monitored communications.

Federal Trade Commission. (n.d.). Gram-Leach-Bliley Act. From <https://www.ftc.gov/business-guidance/privacy-security/gramm-leach-bliley-act>

U.S. Securities and Exchange Commission. (n.d.). Cybersecurity. From <https://www.sec.gov/securities-topics/cybersecurity#:~:text=The%20SEC%20provides%20cybersecurity%20guidance,their%20customers%20from%20cyber%20threats>.

Cash Justin. (2024. November 13). FCA hits on ‘elevator pitch’ amid brand refresh. From <https://www.fnlondon.com/articles/fca-prepares-fresh-probe-into-bankers-encrypted-messaging-use-638b421c>

Federal Trade Commission. (n.d.). FTC Safeguards Rule: What your business needs to know. From <https://www.ftc.gov/business-guidance/resources/ftc-safeguards-rule-what-your-business-needs-know>

National Institute of Standards and Technology. (n.d.). Cybersecurity. From <https://www.nist.gov/cybersecurity>

Library of Congress. (n.d.). H.R.4998 – Secure and Trusted Communications Networks Act of 2019. From <https://www.congress.gov/bill/116th-congress/house-bill/4998>

Anand Nupur. (2024 November 13). US regulators warn bankers about intensified focus on financial crime. From <https://www.reuters.com/markets/us/us-regulators-warn-bankers-about-intensified-focus-financial-crime-2024-11-13/>

**Advanced Persistent Threat:** APTs are cyberattacks that can span over weeks if not months. It’s where a bad guy will gain hidden access to a network like an undercover agent / crocodile under the water, and attack when the time comes right. Financial institutions are prime targets due to the sensitive data. These attackers often use planned techniques to exfiltrate data or disrupt operations.

Yasar Kinza. (2023, December). Advanced persistent threat (APT). from <https://www.techtarget.com/searchsecurity/definition/advanced-persistent-threat-APT#:~:text=An%20advanced%20persistent%20threat%20(APT)%20is%20a%20prolonged%20and%20targeted,to%20the%20target%20organization's%20network>.

**Ransomware:** Is basically what it says. It’s the bad guys holding software for ransom, similar to a hostage situation. Bad guys will encrypt important data, usually they’ve done this by gaining access to the system and blocking the company out of it through encryption methods. They’ll often demand payment for the key and grant the company access back to their own data.

Check Point. (n.d.). What is raansomeware? <https://www.checkpoint.com/cyber-hub/threat-prevention/ransomware/>

**Phishing:** This is a very common tactic; you’ve probably seen one of these on your cell phone or email. It’s when a cyber bad guy breaks the law using trickery in the emails or phone calls and messages employees into revealing sensitive information to grant access to network / company framework.

America’s Cyber Defense Agency. (2021 Feb, 1). Avoiding Social Engineering and Phishing Attacks. From <https://www.cisa.gov/news-events/news/avoiding-social-engineering-and-phishing-attacks>

**Supply Chain Attacks:** These attacks are when the bad guys use weaknesses in third-party vendors to infiltrate larger organizations, such as Artemis Financial. In this type of attack cyber bad guys will exploits weaknesses in other software companies that have a weak cyber infrastructure and using trusted relationships between the victim and third-party partners as a pathway to gain unauthorized access. It would be best for Artemis to keep this in mind when dealing with international deals.

Cloudflare. (n.d.). What is a supply chain attack? From <https://www.cloudflare.com/learning/security/what-is-a-supply-chain-attack/>

**Cryptojacking:** This is when a cyber bad guy gains access to Artemis Financial’s computers / CPUs to mine cryptocurrencies. This can degrade system performance in house and cause disruptions in company infrastructure.

Zemlin Greg. (2024, April 29). Cryptojacking Explained. From <https://www.wiz.io/academy/what-is-cryptojacking>

**Injection Attacks:** Injection attacks occurs when cyber bad guys exploit a vulnerability in the system then puts malicious / cyber bad guy data/commands into the input fields. They can effectively gain access via launching unwanted commands into a system. These attacks often exploit inadequate input validation or poor coding practices, making them a common threat.

SentinelOne. (2024, October 17). Injection Attacks: Types, Techniques, and Prevention. From <https://www.sentinelone.com/cybersecurity-101/cybersecurity/injection-attacks/#:~:text=Injection%20attacks%20are%20a%20type%20of%20attack%20in%20which%20an,due%20to%20poor%20input%20validation>.

**Man-in-the-middle attacks:** A MITM attacks is when a cyber bad guy hacks into the communications without Artemis Financial knowing. For Artemis Financial, this attack could involve a situation where an attacker eavesdrops on sensitive communications between company messages. The attacker might use this position to steal confidential information, and then use said confidential information to do cyber bad guy things. Like manipulate data within the system, or even inject malicious commands. They usually do this through deciphering encryptions in the WiFI networks, or DNS spoofing. We can defend against this by using HTTPS for all communications.

Imperva. (2024) Man in the middle (MITM) attack. From <https://www.imperva.com/learn/application-security/man-in-the-middle-attack-mitm/>

**Denial of Service (DoS):** DoS attacks are when an intruder disrupts services by infecting the systems with cyber venom. A bunch of over the top and insanely unwanted code that the infrastructure cannot handle starts being executed within the system. This renders them inoperable/useless and disrupts user experiences. Artemis along with other financial business are prime targets for such attacks. These attacks can lead to significant operational disruptions and financial losses. To mitigate these, Artemis should deploy web application firewalls, implement rate limiting, and establish incident response plans to ensure swift recovery from potential disruptions.

**Open-Source Libraries:** Open-source libraries is a community driven practice that has the benefit of being a cost-effective solution to software development by providing pre-built components to Artemis Financial. It is a collection of pre-written code made freely available to developers, which can be used to build software applications. The source code is openly accessible, allowing anyone to use or modify them. Rapid prototyping support, and community support are its upsides, However, has the down side of providing high security risks.

**Evolving Web Applications:** refers to the latest tools, frameworks, protocols, and methodologies that enhance the development, performance, and functionality of web applications.

**Villaex Technologies.** (2023, December 5). Evolving Web Development: Developing Patterns, Technologies, and Innovations. From <https://www.linkedin.com/pulse/evolving-web-development-developing-patterns-technologies-a2xyf/>

**Cloud Computing Adoption:** This is one that’s basically become industry standard. A cloud-based infrastructure removes near all potential hardware limitations on the server side of things. In many cases it even adds other benefits, such as scalability, flexibility, and cost-efficiency. Cloud services enable rapid deployment of applications and even provide disaster recoveries in the event that it’s needed. However, it is also essential to implement security measures to protect sensitive financial data within said cloud.

**Open Banking Standards:** Open banking is a framework that enables the sharing of financial data between banks and Artemis Financial through APIs. While this has the benefit of making Artemis seem better for the economy as it promotes competition, it also helps customers use their prefer payment methods on a secure channel.

**Blockchain Technology:** Blockchain is a digital ledger type technology for record keeping in the system that has the benefit of being decentralized. This means that no single entity has control over the data. It records transactions or data in a series of blocks that are linked together to form a chain. Each block contains information such as a list of transactions, a timestamp, and a unique identifier called a hash. This makes block chaining ideal for Artemis Financial in areas such as cross-border payments and trade finance. As problems such as the risk of fraud and cyber attacks are less likely as the transactions would be encrypted and only valid entries are recorded and only verified through controlled mechanisms.

**DevOps:** DevOps is the term that bridges the gap between IT and Software Development. It’s a set of practices and tools that effectively make a certain type of culture and aims to streamline the entire software development lifecycle for most things coding, and this include cyber security. Similar to Agile and Scrum frameworks, it’s highly used in most STEM related programs in development.

**2. Areas of Security**

Refer to the vulnerability assessment process flow diagram. Identify which areas of security apply to Artemis Financial’s software application. Justify your reasoning for why each area is relevant to the software application.

**Input Validation:** Secure input validation is important to prevent injection attacks, such as SQL injection or command injection, these attacks can compromise sensitive data and lower Artemis Financials reputation. The company needs to validate and sanitize all user inputs to ensure data is not exposed, and all malicious practices will be stopped from entering the system. This is particularly critical for APIs used in financial transactions, which handle sensitive user data.

**Secure API:** APIs were mentioned heavily in Artemis Financial ‘s briefings. This is a practice enables secured communication between employees and external systems such as banks or other companies through secured channels. This can be done through practices such as using HTTPS and OAuth for authentication. These practices can prevent unauthorized access, data breaches, or man-in-the-middle attacks.

**Cryptography:** Cryptography is another essential component. It’s the practice of encrypting sensitive data, such as personal information, transactions details, and communications. Proper encryption standards such as TLS 1.3 ensure data security during transit and at rest. Artemis Financial must identify and mitigate vulnerabilities in its encryption methods to ensure secure data storage and communication channels. Particularly for compliance with regulation like GDPR, and maintaining their reputation and integrity.

**Client/Server:** Developing secure systems that safeguard client and server interactions is critical for protecting against unauthorized access, data breaches, and ensuring seamless communication between components. This involves implementing security measures for both frontend and backend systems to mitigate risks at every layer of interaction. Key threats such as session hijacking, cross-site scripting (XSS), and cross-site request forgery (CSRF) can compromise client-server communication if not addressed. Techniques like enforcing secure cookies, using HTTP headers (Content Security, Policy, X-Frame-Options), and implementing end-to-end encryption, play a vital role in maintain the confidentiality and integrity of data. Regularly updating server configurations, employing authentication and authorization framework (OAuth 2.0), and monitoring for unusual activity are essential steps in bolstering security. Additionally, strong logging and monitoring of client-server communications enable quick detection and responses to potential attacks to add insult to injury in the vein of all this.

**Code Quality:** Maintaining high code quality is more important than just making sure the software is in a working condition. It prevents errors that could introduce security vulnerabilities into the system. For example, unattended and forgotten possible error messages can actually disclose critical system information. Cyber bad guys may exploit these weaknesses in the system to gain unauthorized access or launch data breachers. This is why secure coding practices ensures that the software adheres to industry standards, strong memory management, and honestly removing bugs is also good for the customer. Regular code reviews, combined with adherence to secure design patterns significantly reduce risks such as buffer overflows, unhandled exceptions, and other security flaws, ultimately enhancing the reliability and security of the application.

**Encapsulation:** Encapsulation involves using secure data structures and access controls to limit the exposure of critical components within the application. This principle is vital for protectinginternal logic and sensitive data. By securely structuring data and limiting access, Artemis Financial can reduce the attack surface available to malicious actors. This is an industry standard practice that can provide clean modular code and allow for Artemis to expand its systems, if necessary, in a less problem some way, while also giving it a stricture that is secure in how it limits the access to its data.

**3. Manual Review**

Continue working through the vulnerability assessment process flow diagram. Identify all vulnerabilities in the code base by manually inspecting the code.

**Input Validation & Sanitization:** Several parts of the codebase lack input validation and sanitization, making them susceptible to injection attacks or improper data handlings. CRUD.JAVA has inputs that are passed to the constructors that are not validated or sanitized. CRUDController.java, the name parameter is directly used without validation. GreetingCOntroll.java. The name parameter is directly incorporated into the response without checks. We can place validation and sanitization parameters on all inputs at the points of entry to prevent malicious payloads or incorrect data formats. Use frameworks like the Spring Validator to do this.

**Secure API interactions:** APIs are critical components of any modern software application. They facilitate communication between services and external systems. However, the API endpoints in CRUDController.java such as /read lack essential mechanism to ensure secure communication and prevent unauthorized access. A lack of authentication and authorization checks could lead to vulnerabilities in the system and be abused by attackers who could use them to gain access to sensitive data or perform problematic actions. We can fix this by added strong security measures such as integrating OAuth or JWT for secure API access. These methods provide a strong framework to verify if the identities of users are legit or not. Additionally using HTTPS across all API endpoints is critical to ensure data in transit is encrypted, protecting it from interception or tampered by MITM attacks.

**Hardcoded Credentials:** A hardcoded database credential in DocData.java represents a security vulnerability. It’s not advised to hardcode important things like usernames and passwords. If it’s in the source code, that’s like keeping your social security number in your wallet. Cyber bad guys could use these credentials to gain unauthorized access to the database. This not only risks compromising sensitive data but also makes it significantly harder to rotate credentials, which is an essential part of maintaining system security. To mitigate this, credentials should be stored securely using environment variables or encrypted configuration files. For example, environment variables can be accessed programmatically during runtime without embedding sensitive information into the codebase, while encrypted configuration files can add another layer of protection. If these methods are deemed impractical, the hardcoded credentials should at least be removed entirely and replaced with secure methods for managing access.

**Lack of Prepared Statements:** DocData.java has a database query that is not parameterized, leaving the system vulnerable to SQL injection attacks. Without prepared statements, user inputs could be used maliciously to alter the structure of SQL queries, allowing attackers to access, modify, or delete sensitive data. To address this vulnerability, the use of parameterized queries is critical, as they ensure user inputs are treated as data rather than executable code. Implementing prepared statements not only mitigates SQL injections risks but also strengthens the overall integrity of the system by providing a standardized and secure way to interact with databases.

**Encapsulation:** The concepts of encapsulation are improperly used in multiple classes cross the codebase. This could lead to potential risks of unauthorized access unintended modifications to sensitive data. For example customer.java has variables such as account\_number and account\_balance that are accissble directly. This bypases any controls of validations. Another one is myDateTime.java, the variable mySecond, myMinute, and myHour are publicly accessible, which can lead to unintended alterations. We can fix this by implementing security measures. These variables should be declared as privates with controlled access provided through getters and setters. Proper encapsulation ensures that sensitive data is accessed and modified only in a secure and intentional manner, minimizing risks and improving code clarity.

**Error Handling:** Error handling in DocData.java is incomplete for database connections. This poses a secure risk, as the lack of effective exception handling in database connection logic could lead to system crashes or the exposure of sensitive information through error messages. Comprehensive error handling should be implemented to manage database-related issues gracefully. This includes logging errors securely without revealing sensitive details and ensuring that exceptions are properly caught and managed to prevent disruptions. Additionally, using centralized logging mechanisms can help in identifying and addressing errors while maintaining the confidentiality and integrity of the systems.

**Logging and Monitoring:** The code lacks logging and monitoring mechanisms. These are critical for detecting and responding to unexpected behavior or security incidents. We can fix this by adding logging systems to track actions, such as API requests, errors, and suspicious activity. Libraries like Log4j or SLF4j are useful for structured and secure logging.

**Placeholder Methods:** Incomplete implementation of methods can lead to undefined behaviors and disrupt the functionality of an application, particularly when those methods are invoked inadvertently or misused. In myDatTime.java, the methods retrieveDateTime() and setMyDateTime() are currently placeholders without any functional code, leaving them prone to errors or unexpected results if called in their current state. We can address this by completing them effectively.

**4. Static Testing**

Run a dependency check on Artemis Financial’s software application to identify all security vulnerabilities in the code. Record the output from the dependency-check report. Include the following items:

* The names or vulnerability codes of the known vulnerabilities
* A brief description and recommended solutions provided by the dependency-check report
* Any attribution that documents how this vulnerability has been identified or documented previously

|  |  |  |
| --- | --- | --- |
| bcprov-jdk15on-1.46.jar | CVE-2023-33202 | Bouncy Castle for Java before 1.73 contains a potential Denial of Service (DoS) issue within the Bouncy Castle org.bouncycastle.openssl.PEMParser class. This class parses OpenSSL PEM encoded streams containing X.509 certificates, PKCS8 encoded keys, and PKCS7 objects. Parsing a file that has crafted ASN.1 data through the PEMParser causes an OutOfMemoryError, which can enable a denial of service attack. (For users of the FIPS Java API: BC-FJA 1.0.2.3 and earlier are affected; BC-FJA 1.0.2.4 is fixed.) |
| bcprov-jdk15on-1.46.jar | CVE-2016-1000352 | In the Bouncy Castle JCE Provider version 1.55 and earlier the ECIES implementation allowed the use of ECB mode. This mode is regarded as unsafe and support for it has been removed from the provider. |
| bcprov-jdk15on-1.46.jar | CVE-2016-1000346 | In the Bouncy Castle JCE Provider version 1.55 and earlier the other party DH public key is not fully validated. This can cause issues as invalid keys can be used to reveal details about the other party's private key where static Diffie-Hellman is in use. As of release 1.56 the key parameters are checked on agreement calculation. |
| bcprov-jdk15on-1.46.jar | [CVE-2016-1000345](https://nvd.nist.gov/vuln/detail/CVE-2016-1000345) | In the Bouncy Castle JCE Provider version 1.55 and earlier the DHIES/ECIES CBC mode vulnerable to padding oracle attack. For BC 1.55 and older, in an environment where timings can be easily observed, it is possible with enough observations to identify when the decryption is failing due to padding. |
| bcprov-jdk15on-1.46.jar | [CVE-2016-1000344](https://nvd.nist.gov/vuln/detail/CVE-2016-1000344) | In the Bouncy Castle JCE Provider version 1.55 and earlier the DHIES implementation allowed the use of ECB mode. This mode is regarded as unsafe and support for it has been removed from the provider. |
| bcprov-jdk15on-1.46.jar | [CVE-2016-1000343](https://nvd.nist.gov/vuln/detail/CVE-2016-1000343) | In the Bouncy Castle JCE Provider version 1.55 and earlier the DSA key pair generator generates a weak private key if used with default values. If the JCA key pair generator is not explicitly initialised with DSA parameters, 1.55 and earlier generates a private value assuming a 1024 bit key size. In earlier releases this can be dealt with by explicitly passing parameters to the key pair generator. |
| bcprov-jdk15on-1.46.jar | [CVE-2016-1000342](https://nvd.nist.gov/vuln/detail/CVE-2016-1000342) | In the Bouncy Castle JCE Provider version 1.55 and earlier ECDSA does not fully validate ASN.1 encoding of signature on verification. It is possible to inject extra elements in the sequence making up the signature and still have it validate, which in some cases may allow the introduction of 'invisible' data into a signed structure. |
| bcprov-jdk15on-1.46.jar | [CVE-2016-1000341](https://nvd.nist.gov/vuln/detail/CVE-2016-1000341) | In the Bouncy Castle JCE Provider version 1.55 and earlier DSA signature generation is vulnerable to timing attack. Where timings can be closely observed for the generation of signatures, the lack of blinding in 1.55, or earlier, may allow an attacker to gain information about the signature's k value and ultimately the private value as well. |
| bcprov-jdk15on-1.46.jar | [CVE-2016-1000339](https://nvd.nist.gov/vuln/detail/CVE-2016-1000339) | In the Bouncy Castle JCE Provider version 1.55 and earlier the primary engine class used for AES was AESFastEngine. Due to the highly table driven approach used in the algorithm it turns out that if the data channel on the CPU can be monitored the lookup table accesses are sufficient to leak information on the AES key being used. There was also a leak in AESEngine although it was substantially less. AESEngine has been modified to remove any signs of leakage (testing carried out on Intel X86-64) and is now the primary AES class for the BC JCE provider from 1.56. Use of AESFastEngine is now only recommended where otherwise deemed appropriate. |
| bcprov-jdk15on-1.46.jar | [CVE-2016-1000338](https://nvd.nist.gov/vuln/detail/CVE-2016-1000338) | In Bouncy Castle JCE Provider version 1.55 and earlier the DSA does not fully validate ASN.1 encoding of signature on verification. It is possible to inject extra elements in the sequence making up the signature and still have it validate, which in some cases may allow the introduction of 'invisible' data into a signed structure. |
| bcprov-jdk15on-1.46.jar | [CVE-2018-5382](https://nvd.nist.gov/vuln/detail/CVE-2018-5382) | The default BKS keystore use an HMAC that is only 16 bits long, which can allow an attacker to compromise the integrity of a BKS keystore. Bouncy Castle release 1.47 changes the BKS format to a format which uses a 160 bit HMAC instead. This applies to any BKS keystore generated prior to BC 1.47. For situations where people need to create the files for legacy reasons a specific keystore type "BKS-V1" was introduced in 1.49. It should be noted that the use of "BKS-V1" is discouraged by the library authors and should only be used where it is otherwise safe to do so, as in where the use of a 16 bit checksum for the file integrity check is not going to cause a security issue in itself. |
| bcprov-jdk15on-1.46.jar | [CVE-2017-13098](https://nvd.nist.gov/vuln/detail/CVE-2017-13098) | BouncyCastle TLS prior to version 1.0.3, when configured to use the JCE (Java Cryptography Extension) for cryptographic functions, provides a weak Bleichenbacher oracle when any TLS cipher suite using RSA key exchange is negotiated. An attacker can recover the private key from a vulnerable application. This vulnerability is referred to as "ROBOT." |
| bcprov-jdk15on-1.46.jar | [CVE-2013-1624](https://nvd.nist.gov/vuln/detail/CVE-2013-1624) | The TLS implementation in the Bouncy Castle Java library before 1.48 and C# library before 1.8 does not properly consider timing side-channel attacks on a noncompliant MAC check operation during the processing of malformed CBC padding, which allows remote attackers to conduct distinguishing attacks and plaintext-recovery attacks via statistical analysis of timing data for crafted packets, a related issue to CVE-2013-0169. |
|  |  |  |
| hibernate-validator-6.0.18.Final.jar | [CVE-2020-10693](https://nvd.nist.gov/vuln/detail/CVE-2020-10693) | A flaw was found in Hibernate Validator version 6.1.2.Final. A bug in the message interpolation processor enables invalid EL expressions to be evaluated as if they were valid. This flaw allows attackers to bypass input sanitation (escaping, stripping) controls that developers may have put in place when handling user-controlled data in error messages. |
|  |  |  |
| jackson-databind-2.10.2.jar | [CVE-2023-35116](https://nvd.nist.gov/vuln/detail/CVE-2023-35116) | jackson-databind through 2.15.2 allows attackers to cause a denial of service or other unspecified impact via a crafted object that uses cyclic dependencies. NOTE: the vendor's perspective is that this is not a valid vulnerability report, because the steps of constructing a cyclic data structure and trying to serialize it cannot be achieved by an external attacker. |
| jackson-databind-2.10.2.jar | [CVE-2021-46877](https://nvd.nist.gov/vuln/detail/CVE-2021-46877) | jackson-databind 2.10.x through 2.12.x before 2.12.6 and 2.13.x before 2.13.1 allows attackers to cause a denial of service (2 GB transient heap usage per read) in uncommon situations involving JsonNode JDK serialization. |
| jackson-databind-2.10.2.jar | [CVE-2022-42004](https://nvd.nist.gov/vuln/detail/CVE-2022-42004) | In FasterXML jackson-databind before 2.13.4, resource exhaustion can occur because of a lack of a check in BeanDeserializer.\_deserializeFromArray to prevent use of deeply nested arrays. An application is vulnerable only with certain customized choices for deserialization. |
| jackson-databind-2.10.2.jar | [CVE-2022-42003](https://nvd.nist.gov/vuln/detail/CVE-2022-42003) | In FasterXML jackson-databind before versions 2.13.4.1 and 2.12.17.1, resource exhaustion can occur because of a lack of a check in primitive value deserializers to avoid deep wrapper array nesting, when the UNWRAP\_SINGLE\_VALUE\_ARRAYS feature is enabled. |
| jackson-databind-2.10.2.jar | [CVE-2020-36518](https://nvd.nist.gov/vuln/detail/CVE-2020-36518) | jackson-databind before 2.13.0 allows a Java StackOverflow exception and denial of service via a large depth of nested objects. |
| jackson-databind-2.10.2.jar | [CVE-2020-25649](https://nvd.nist.gov/vuln/detail/CVE-2020-25649) | A flaw was found in FasterXML Jackson Databind, where it did not have entity expansion secured properly. This flaw allows vulnerability to XML external entity (XXE) attacks. The highest threat from this vulnerability is data integrity. |
|  |  |  |
| log4j-api-2.12.1.jar | [CVE-2021-44832](https://nvd.nist.gov/vuln/detail/CVE-2021-44832) | Apache Log4j2 versions 2.0-beta7 through 2.17.0 (excluding security fix releases 2.3.2 and 2.12.4) are vulnerable to a remote code execution (RCE) attack when a configuration uses a JDBC Appender with a JNDI LDAP data source URI when an attacker has control of the target LDAP server. This issue is fixed by limiting JNDI data source names to the java protocol in Log4j2 versions 2.17.1, 2.12.4, and 2.3.2. |
| log4j-api-2.12.1.jar | [CVE-2021-45105](https://nvd.nist.gov/vuln/detail/CVE-2021-45105) | Apache Log4j2 versions 2.0-alpha1 through 2.16.0 (excluding 2.12.3 and 2.3.1) did not protect from uncontrolled recursion from self-referential lookups. This allows an attacker with control over Thread Context Map data to cause a denial of service when a crafted string is interpreted. This issue was fixed in Log4j 2.17.0, 2.12.3, and 2.3.1. |
| log4j-api-2.12.1.jar | [CVE-2021-45046](https://nvd.nist.gov/vuln/detail/CVE-2021-45046) | It was found that the fix to address CVE-2021-44228 in Apache Log4j 2.15.0 was incomplete in certain non-default configurations. This could allows attackers with control over Thread Context Map (MDC) input data when the logging configuration uses a non-default Pattern Layout with either a Context Lookup (for example, $${ctx:loginId}) or a Thread Context Map pattern (%X, %mdc, or %MDC) to craft malicious input data using a JNDI Lookup pattern resulting in an information leak and remote code execution in some environments and local code execution in all environments. Log4j 2.16.0 (Java 8) and 2.12.2 (Java 7) fix this issue by removing support for message lookup patterns and disabling JNDI functionality by default. |
| log4j-api-2.12.1.jar | [CVE-2021-44228](https://nvd.nist.gov/vuln/detail/CVE-2021-44228) | Apache Log4j2 2.0-beta9 through 2.15.0 (excluding security releases 2.12.2, 2.12.3, and 2.3.1) JNDI features used in configuration, log messages, and parameters do not protect against attacker controlled LDAP and other JNDI related endpoints. An attacker who can control log messages or log message parameters can execute arbitrary code loaded from LDAP servers when message lookup substitution is enabled. From log4j 2.15.0, this behavior has been disabled by default. From version 2.16.0 (along with 2.12.2, 2.12.3, and 2.3.1), this functionality has been completely removed. Note that this vulnerability is specific to log4j-core and does not affect log4net, log4cxx, or other Apache Logging Services projects. |
| log4j-api-2.12.1.jar | [CVE-2020-9488](https://nvd.nist.gov/vuln/detail/CVE-2020-9488) | Improper validation of certificate with host mismatch in Apache Log4j SMTP appender. This could allow an SMTPS connection to be intercepted by a man-in-the-middle attack which could leak any log messages sent through that appender. Fixed in Apache Log4j 2.12.3 and 2.13.1 |
|  |  |  |
| logback-core-1.2.3.jar | [CVE-2023-6378](https://nvd.nist.gov/vuln/detail/CVE-2023-6378) | A serialization vulnerability in logback receiver component part of logback version 1.4.11 allows an attacker to mount a Denial-Of-Service attack by sending poisoned data. |
| logback-core-1.2.3.jar | [CVE-2021-42550](https://nvd.nist.gov/vuln/detail/CVE-2021-42550) | In logback version 1.2.7 and prior versions, an attacker with the required privileges to edit configurations files could craft a malicious configuration allowing to execute arbitrary code loaded from LDAP servers. |
|  |  |  |
| snakeyaml-1.25.jar | [CVE-2022-1471](https://nvd.nist.gov/vuln/detail/CVE-2022-1471) | SnakeYaml's Constructor() class does not restrict types which can be instantiated during deserialization. Deserializing yaml content provided by an attacker can lead to remote code execution. We recommend using SnakeYaml's SafeConsturctor when parsing untrusted content to restrict deserialization. We recommend upgrading to version 2.0 and beyond. |
| snakeyaml-1.25.jar | [CVE-2022-41854](https://nvd.nist.gov/vuln/detail/CVE-2022-41854) | Those using Snakeyaml to parse untrusted YAML files may be vulnerable to Denial of Service attacks (DOS). If the parser is running on user supplied input, an attacker may supply content that causes the parser to crash by stack overflow. This effect may support a denial of service attack. |
| snakeyaml-1.25.jar | [CVE-2022-38752](https://nvd.nist.gov/vuln/detail/CVE-2022-38752) | Using snakeYAML to parse untrusted YAML files may be vulnerable to Denial of Service attacks (DOS). If the parser is running on user supplied input, an attacker may supply content that causes the parser to crash by stack-overflow. |
| snakeyaml-1.25.jar | [CVE-2022-38751](https://nvd.nist.gov/vuln/detail/CVE-2022-38751) | Using snakeYAML to parse untrusted YAML files may be vulnerable to Denial of Service attacks (DOS). If the parser is running on user supplied input, an attacker may supply content that causes the parser to crash by stackoverflow. |
| snakeyaml-1.25.jar | [CVE-2022-38750](https://nvd.nist.gov/vuln/detail/CVE-2022-38750) | Using snakeYAML to parse untrusted YAML files may be vulnerable to Denial of Service attacks (DOS). If the parser is running on user supplied input, an attacker may supply content that causes the parser to crash by stackoverflow. |
| snakeyaml-1.25.jar | [CVE-2022-38749](https://nvd.nist.gov/vuln/detail/CVE-2022-38749) | Using snakeYAML to parse untrusted YAML files may be vulnerable to Denial of Service attacks (DOS). If the parser is running on user supplied input, an attacker may supply content that causes the parser to crash by stackoverflow. |
| snakeyaml-1.25.jar | [CVE-2022-25857](https://nvd.nist.gov/vuln/detail/CVE-2022-25857) | The package org.yaml:snakeyaml from 0 and before 1.31 are vulnerable to Denial of Service (DoS) due missing to nested depth limitation for collections. |
| snakeyaml-1.25.jar | [CVE-2017-18640](https://nvd.nist.gov/vuln/detail/CVE-2017-18640) | The Alias feature in SnakeYAML before 1.26 allows entity expansion during a load operation, a related issue to CVE-2003-1564. |
|  |  |  |
| spring-boot-2.2.4.RELEASE.jar | [CVE-2023-20883](https://nvd.nist.gov/vuln/detail/CVE-2023-20883) |  |
| spring-boot-2.2.4.RELEASE.jar | [CVE-2023-20873](https://nvd.nist.gov/vuln/detail/CVE-2023-20873) |  |
| spring-boot-2.2.4.RELEASE.jar | [CVE-2022-27772](https://nvd.nist.gov/vuln/detail/CVE-2022-27772) |  |
|  |  |  |
| spring-boot-starter-web-2.2.4.RELEASE.jar |  |  |
|  |  |  |
| spring-core-5.2.3.RELEASE.jar | [CVE-2023-20863](https://nvd.nist.gov/vuln/detail/CVE-2023-20863) | In spring framework versions prior to 5.2.24 release+ ,5.3.27+ and 6.0.8+ , it is possible for a user to provide a specially crafted SpEL expression that may cause a denial-of-service (DoS) condition. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2023-20861](https://nvd.nist.gov/vuln/detail/CVE-2023-20861) | In Spring Framework versions 6.0.0 - 6.0.6, 5.3.0 - 5.3.25, 5.2.0.RELEASE - 5.2.22.RELEASE, and older unsupported versions, it is possible for a user to provide a specially crafted SpEL expression that may cause a denial-of-service (DoS) condition. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2022-22971](https://nvd.nist.gov/vuln/detail/CVE-2022-22971) | In spring framework versions prior to 5.3.20+ , 5.2.22+ and old unsupported versions, application with a STOMP over WebSocket endpoint is vulnerable to a denial of service attack by an authenticated user. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2022-22970](https://nvd.nist.gov/vuln/detail/CVE-2022-22970) | In spring framework versions prior to 5.3.20+ , 5.2.22+ and old unsupported versions, applications that handle file uploads are vulnerable to DoS attack if they rely on data binding to set a MultipartFile or javax.servlet.Part to a field in a model object. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2022-22968](https://nvd.nist.gov/vuln/detail/CVE-2022-22968) | In Spring Framework versions 5.3.0 - 5.3.18, 5.2.0 - 5.2.20, and older unsupported versions, the patterns for disallowedFields on a DataBinder are case sensitive which means a field is not effectively protected unless it is listed with both upper and lower case for the first character of the field, including upper and lower case for the first character of all nested fields within the property path. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2022-22965](https://nvd.nist.gov/vuln/detail/CVE-2022-22965) | A Spring MVC or Spring WebFlux application running on JDK 9+ may be vulnerable to remote code execution (RCE) via data binding. The specific exploit requires the application to run on Tomcat as a WAR deployment. If the application is deployed as a Spring Boot executable jar, i.e. the default, it is not vulnerable to the exploit. However, the nature of the vulnerability is more general, and there may be other ways to exploit it. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2022-22950](https://nvd.nist.gov/vuln/detail/CVE-2022-22950) | n Spring Framework versions 5.3.0 - 5.3.16 and older unsupported versions, it is possible for a user to provide a specially crafted SpEL expression that may cause a denial of service condition. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2021-22060](https://nvd.nist.gov/vuln/detail/CVE-2021-22060) | In Spring Framework versions 5.3.0 - 5.3.13, 5.2.0 - 5.2.18, and older unsupported versions, it is possible for a user to provide malicious input to cause the insertion of additional log entries. This is a follow-up to CVE-2021-22096 that protects against additional types of input and in more places of the Spring Framework codebase. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2021-22096](https://nvd.nist.gov/vuln/detail/CVE-2021-22096) | In Spring Framework versions 5.3.0 - 5.3.10, 5.2.0 - 5.2.17, and older unsupported versions, it is possible for a user to provide malicious input to cause the insertion of additional log entries. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2021-22118](https://nvd.nist.gov/vuln/detail/CVE-2021-22118) | In Spring Framework, versions 5.2.x prior to 5.2.15 and versions 5.3.x prior to 5.3.7, a WebFlux application is vulnerable to a privilege escalation: by (re)creating the temporary storage directory, a locally authenticated malicious user can read or modify files that have been uploaded to the WebFlux application, or overwrite arbitrary files with multipart request data. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2020-5421](https://nvd.nist.gov/vuln/detail/CVE-2020-5421) | In Spring Framework versions 5.2.0 - 5.2.8, 5.1.0 - 5.1.17, 5.0.0 - 5.0.18, 4.3.0 - 4.3.28, and older unsupported versions, the protections against RFD attacks from CVE-2015-5211 may be bypassed depending on the browser used through the use of a jsessionid path parameter. |
| spring-core-5.2.3.RELEASE.jar | [CVE-2016-1000027](https://nvd.nist.gov/vuln/detail/CVE-2016-1000027) | Pivotal Spring Framework through 5.3.16 suffers from a potential remote code execution (RCE) issue if used for Java deserialization of untrusted data. Depending on how the library is implemented within a product, this issue may or not occur, and authentication may be required. NOTE: the vendor's position is that untrusted data is not an intended use case. The product's behavior will not be changed because some users rely on deserialization of trusted data. |
|  |  |  |
| spring-core-5.2.3.RELEASE.jar |  |  |
|  |  |  |
| spring-web-5.2.3.RELEASE.jar |  |  |
|  |  |  |
| spring-webmvc-5.2.3.RELEASE.jar |  |  |
|  |  |  |
| tomcat-embed-core-9.0.30.jar | [CVE-2024-21733](https://nvd.nist.gov/vuln/detail/CVE-2024-21733) | Generation of Error Message Containing Sensitive Information vulnerability in Apache Tomcat.This issue affects Apache Tomcat: from 8.5.7 through 8.5.63, from 9.0.0-M11 through 9.0.43. Users are recommended to upgrade to version 8.5.64 onwards or 9.0.44 onwards, which contain a fix for the issue. |
| tomcat-embed-core-9.0.30.jar | [CVE-2023-46589](https://nvd.nist.gov/vuln/detail/CVE-2023-46589) | Improper Input Validation vulnerability in Apache Tomcat.Tomcat from 11.0.0-M1 through 11.0.0-M10, from 10.1.0-M1 through 10.1.15, from 9.0.0-M1 through 9.0.82 and from 8.5.0 through 8.5.95 did not correctly parse HTTP trailer headers. A trailer header that exceeded the header size limit could cause Tomcat to treat a single request as multiple requests leading to the possibility of request smuggling when behind a reverse proxy. Users are recommended to upgrade to version 11.0.0-M11 onwards, 10.1.16 onwards, 9.0.83 onwards or 8.5.96 onwards, which fix the issue. |
| tomcat-embed-core-9.0.30.jar | [CVE-2023-45648](https://nvd.nist.gov/vuln/detail/CVE-2023-45648) | Improper Input Validation vulnerability in Apache Tomcat.Tomcat from 11.0.0-M1 through 11.0.0-M11, from 10.1.0-M1 through 10.1.13, from 9.0.0-M1 through 9.0.81 and from 8.5.0 through 8.5.93 did not correctly parse HTTP trailer headers. A specially crafted, invalid trailer header could cause Tomcat to treat a single request as multiple requests leading to the possibility of request smuggling when behind a reverse proxy. Users are recommended to upgrade to version 11.0.0-M12 onwards, 10.1.14 onwards, 9.0.81 onwards or 8.5.94 onwards, which fix the issue. |
| tomcat-embed-core-9.0.30.jar | [CVE-2023-42795](https://nvd.nist.gov/vuln/detail/CVE-2023-42795) | Incomplete Cleanup vulnerability in Apache Tomcat.When recycling various internal objects in Apache Tomcat from 11.0.0-M1 through 11.0.0-M11, from 10.1.0-M1 through 10.1.13, from 9.0.0-M1 through 9.0.80 and from 8.5.0 through 8.5.93, an error could cause Tomcat to skip some parts of the recycling process leading to information leaking from the current request/response to the next. Users are recommended to upgrade to version 11.0.0-M12 onwards, 10.1.14 onwards, 9.0.81 onwards or 8.5.94 onwards, which fixes the issue. |
| tomcat-embed-core-9.0.30.jar | [CVE-2023-44487](https://nvd.nist.gov/vuln/detail/CVE-2023-44487) | The HTTP/2 protocol allows a denial of service (server resource consumption) because request cancellation can reset many streams quickly, as exploited in the wild in August through October 2023. |
| tomcat-embed-core-9.0.30.jar | [CVE-2023-41080](https://nvd.nist.gov/vuln/detail/CVE-2023-41080) | URL Redirection to Untrusted Site ('Open Redirect') vulnerability in FORM authentication feature Apache Tomcat.This issue affects Apache Tomcat: from 11.0.0-M1 through 11.0.0-M10, from 10.1.0-M1 through 10.0.12, from 9.0.0-M1 through 9.0.79 and from 8.5.0 through 8.5.92. The vulnerability is limited to the ROOT (default) web application. |
| tomcat-embed-core-9.0.30.jar | [CVE-2023-28708](https://nvd.nist.gov/vuln/detail/CVE-2023-28708) | When using the RemoteIpFilter with requests received from a reverse proxy via HTTP that include the X-Forwarded-Proto header set to https, session cookies created by Apache Tomcat 11.0.0-M1 to 11.0.0.-M2, 10.1.0-M1 to 10.1.5, 9.0.0-M1 to 9.0.71 and 8.5.0 to 8.5.85 did not include the secure attribute. This could result in the user agent transmitting the session cookie over an insecure channel. |
| tomcat-embed-core-9.0.30.jar | [CVE-2022-42252](https://nvd.nist.gov/vuln/detail/CVE-2022-42252) | If Apache Tomcat 8.5.0 to 8.5.82, 9.0.0-M1 to 9.0.67, 10.0.0-M1 to 10.0.26 or 10.1.0-M1 to 10.1.0 was configured to ignore invalid HTTP headers via setting rejectIllegalHeader to false (the default for 8.5.x only), Tomcat did not reject a request containing an invalid Content-Length header making a request smuggling attack possible if Tomcat was located behind a reverse proxy that also failed to reject the request with the invalid header. |
| tomcat-embed-core-9.0.30.jar | [CVE-2021-43980](https://nvd.nist.gov/vuln/detail/CVE-2021-43980) | The simplified implementation of blocking reads and writes introduced in Tomcat 10 and back-ported to Tomcat 9.0.47 onwards exposed a long standing (but extremely hard to trigger) concurrency bug in Apache Tomcat 10.1.0 to 10.1.0-M12, 10.0.0-M1 to 10.0.18, 9.0.0-M1 to 9.0.60 and 8.5.0 to 8.5.77 that could cause client connections to share an Http11Processor instance resulting in responses, or part responses, to be received by the wrong client. |
| tomcat-embed-core-9.0.30.jar | [CVE-2022-34305](https://nvd.nist.gov/vuln/detail/CVE-2022-34305) | In Apache Tomcat 10.1.0-M1 to 10.1.0-M16, 10.0.0-M1 to 10.0.22, 9.0.30 to 9.0.64 and 8.5.50 to 8.5.81 the Form authentication example in the examples web application displayed user provided data without filtering, exposing a XSS vulnerability. |
| tomcat-embed-core-9.0.30.jar | [CVE-2022-29885](https://nvd.nist.gov/vuln/detail/CVE-2022-29885) | The documentation of Apache Tomcat 10.1.0-M1 to 10.1.0-M14, 10.0.0-M1 to 10.0.20, 9.0.13 to 9.0.62 and 8.5.38 to 8.5.78 for the EncryptInterceptor incorrectly stated it enabled Tomcat clustering to run over an untrusted network. This was not correct. While the EncryptInterceptor does provide confidentiality and integrity protection, it does not protect against all risks associated with running over any untrusted network, particularly DoS risks. |
| tomcat-embed-core-9.0.30.jar | [CVE-2021-41079](https://nvd.nist.gov/vuln/detail/CVE-2021-41079) | Apache Tomcat 8.5.0 to 8.5.63, 9.0.0-M1 to 9.0.43 and 10.0.0-M1 to 10.0.2 did not properly validate incoming TLS packets. When Tomcat was configured to use NIO+OpenSSL or NIO2+OpenSSL for TLS, a specially crafted packet could be used to trigger an infinite loop resulting in a denial of service. |
| tomcat-embed-core-9.0.30.jar | [CVE-2021-33037](https://nvd.nist.gov/vuln/detail/CVE-2021-33037) | Apache Tomcat 10.0.0-M1 to 10.0.6, 9.0.0.M1 to 9.0.46 and 8.5.0 to 8.5.66 did not correctly parse the HTTP transfer-encoding request header in some circumstances leading to the possibility to request smuggling when used with a reverse proxy. Specifically: - Tomcat incorrectly ignored the transfer encoding header if the client declared it would only accept an HTTP/1.0 response; - Tomcat honoured the identify encoding; and - Tomcat did not ensure that, if present, the chunked encoding was the final encoding. |
| tomcat-embed-core-9.0.30.jar | [CVE-2021-30640](https://nvd.nist.gov/vuln/detail/CVE-2021-30640) | A vulnerability in the JNDI Realm of Apache Tomcat allows an attacker to authenticate using variations of a valid user name and/or to bypass some of the protection provided by the LockOut Realm. This issue affects Apache Tomcat 10.0.0-M1 to 10.0.5; 9.0.0.M1 to 9.0.45; 8.5.0 to 8.5.65. |
| tomcat-embed-core-9.0.30.jar | [CVE-2021-25329](https://nvd.nist.gov/vuln/detail/CVE-2021-25329) | The fix for CVE-2020-9484 was incomplete. When using Apache Tomcat 10.0.0-M1 to 10.0.0, 9.0.0.M1 to 9.0.41, 8.5.0 to 8.5.61 or 7.0.0. to 7.0.107 with a configuration edge case that was highly unlikely to be used, the Tomcat instance was still vulnerable to CVE-2020-9494. Note that both the previously published prerequisites for CVE-2020-9484 and the previously published mitigations for CVE-2020-9484 also apply to this issue. |
| tomcat-embed-core-9.0.30.jar | [CVE-2021-25122](https://nvd.nist.gov/vuln/detail/CVE-2021-25122) | When responding to new h2c connection requests, Apache Tomcat versions 10.0.0-M1 to 10.0.0, 9.0.0.M1 to 9.0.41 and 8.5.0 to 8.5.61 could duplicate request headers and a limited amount of request body from one request to another meaning user A and user B could both see the results of user A's request. |
| tomcat-embed-core-9.0.30.jar | [CVE-2021-24122](https://nvd.nist.gov/vuln/detail/CVE-2021-24122) | When serving resources from a network location using the NTFS file system, Apache Tomcat versions 10.0.0-M1 to 10.0.0-M9, 9.0.0.M1 to 9.0.39, 8.5.0 to 8.5.59 and 7.0.0 to 7.0.106 were susceptible to JSP source code disclosure in some configurations. The root cause was the unexpected behaviour of the JRE API File.getCanonicalPath() which in turn was caused by the inconsistent behaviour of the Windows API (FindFirstFileW) in some circumstances. |
| tomcat-embed-core-9.0.30.jar | [CVE-2020-17527](https://nvd.nist.gov/vuln/detail/CVE-2020-17527) | While investigating bug 64830 it was discovered that Apache Tomcat 10.0.0-M1 to 10.0.0-M9, 9.0.0-M1 to 9.0.39 and 8.5.0 to 8.5.59 could re-use an HTTP request header value from the previous stream received on an HTTP/2 connection for the request associated with the subsequent stream. While this would most likely lead to an error and the closure of the HTTP/2 connection, it is possible that information could leak between requests. |
| tomcat-embed-core-9.0.30.jar | [CVE-2020-13943](https://nvd.nist.gov/vuln/detail/CVE-2020-13943) | If an HTTP/2 client connecting to Apache Tomcat 10.0.0-M1 to 10.0.0-M7, 9.0.0.M1 to 9.0.37 or 8.5.0 to 8.5.57 exceeded the agreed maximum number of concurrent streams for a connection (in violation of the HTTP/2 protocol), it was possible that a subsequent request made on that connection could contain HTTP headers - including HTTP/2 pseudo headers - from a previous request rather than the intended headers. This could lead to users seeing responses for unexpected resources. |
| tomcat-embed-core-9.0.30.jar | [CVE-2020-13935](https://nvd.nist.gov/vuln/detail/CVE-2020-13935) | The payload length in a WebSocket frame was not correctly validated in Apache Tomcat 10.0.0-M1 to 10.0.0-M6, 9.0.0.M1 to 9.0.36, 8.5.0 to 8.5.56 and 7.0.27 to 7.0.104. Invalid payload lengths could trigger an infinite loop. Multiple requests with invalid payload lengths could lead to a denial of service. |
|  |  |  |
| tomcat-embed-websocket-9.0.20.jar |  |  |

**5. Mitigation Plan**

Interpret the results from the manual review and static testing report. Then identify the steps to mitigate the identified security vulnerabilities for Artemis Financial’s software application.

**Upgrade to Latest version:** This is the advice that is mentioned everywhere. Upgrading all of the thingys to their latest version will solve at least 90% of vulnerabilities within the system (I took that statistic from thin air). Software developers consistently release updates to patch security flaws. Obviously, this won’t solve everything.

(Bouncy Castle: CVE-2023-33202, CVE-2016-1000352, CVE-2016-1000346, CVE-2016-1000345, CVE-2016-1000344, CVE-2016-1000343, CVE-2016-1000342, CVE-2016-1000341, CVE-2016-1000339, CVE-2016-1000338, CVE-2018-5382.

Log4j: CVE-2021-44228, CVE-2021-44832, CVE-2021-45105, CVE-2021-45046, CVE-2020-9488

Tomcat: CVE-2024-21733, CVE-2023-46589, CVE-2023-45648, CVE-2023-42795, CVE-2023-44487

SnakeYAML: CVE-2022-1471, CVE-2022-41854, CVE-2022-38752, CVE-2022-38751, CVE-2022-38750, CVE-2022-38749, CVE-2022-25857

Spring Framework: CVE-2023-20863, CVE-2023-20861, CVE-2022-22971, CVE-2022-22970, CVE-2022-22965, CVE-2021-22060, CVE-2020-5421)

**Disabling JNDI:** JNDI lookup in the Log4j is one thing that can be disabled to stop weaknesses like CVE-2021-44228. Simply disabling JNDI ensures that external inputs cannot be used to dynamically fetch and execute malicious code form remote LDAP or RMI servers. This is particularly important in environments where log messages or configuration parameters might be influenced by untrusted sources, such as user input in web applications. (**Log4j:** CVE-2021-44228, CVE-2021-45046, CVE-2020-9488)

**Server Configuration:** HTTP smuggling, improper certificate validation, and data leaks caused by poorly configured HTTP headers are such vulnerabilities. Properly configured servers ensure that malicious inputs or misconfigurations cannot be exploited to compromise system security. We can mitigate this by correctly configuring missing HTTP headers to prevent such attacks, along with implementing certificate validation to ensure proper validation of SSL/TLS certificates. Another method includes configurations like rejectIllegalHeader=true in Tomcat to be set to enable. This ensures that any malformed or unexpected HTTP headers are rejected by the server. (**Tomcat:** CVE-2023-41080, CVE-2023-28708, CVE-2021-30640**)**

**YAML Parsing:** YAML is a popular due to its simplicity and readability. However, when processing untrusted YAML content, there are significant risks such as remote code execution (RCE) and denial of service (DoS) attacks. SnakeYAML, a widely used library for YAML parsing, allows for the instantiation of arbitrary Java objects during deserialization, which can be exploited by attackers to execute malicious code of exhaust system resources. We can mitigate this using SnakeYamal’s SafeConstructor. This feature can be used to restrict the types of objects that can be instantiated during deserialization. (**YAML Parsing:** CVE-2022-1471, CVE-2022-41854)

**Input Validations:** Implement strong input validation methods or sanitization inputs for all user-provided data. Properly checking all inputted data before they are processed by an application is almost essential to protecting against vulnerabilities. Failing to validate input effectively can lead to vulnerabilities such as injection attacks, deserialization exploits. And other forms of application misuse. (**Tomcat**: CVE-2023-46589, CVE-2023-45648. Hibernate Validator: CVE-2020-10693. Jackson Databind: CVE-2020-36518, CVE-2020-25649)

**Limit Resource Usage:** Introduce limits on recursion depth and resource usage during parsing or processing of data structures. This can effectively mitigate Denial of Service vulnerabilities and prevent resource exhaustion attacks. By introducing limits on rescurion depth, memory usage, and request handling, application can defend against malicious payloads deigned to overload their processing capabiltiies. This approach is particularly relevant for vulnerabiltiies related to deeply nested structures, excessive memory usage, or regulated input processing. (**Jackson Databind:** CVE-2023-35116, CVE-2020-36518, Logback: CVE-2023-6378, SnakeYAML: CVE-2022-38752, CVE-2022-38751)

**Authentication and Authorization**: apply strong authentication and role-based access control (RBAC) for all critical application components. With this we can ensure temporary directories and uploaded files are accessible only to authorized users, allowing for a privilege-based framework that provides protection to sensitive data and systems. **(Log4J:** CVE-2021-44832. **Spring Framework:** CVE-2021-22118)

**Secure Cryptographic Practices:** Replace weak cryptographic algorithms or implementations with strong ones. The strong ones prevent attackers from exploiting vulnerabilities in cryptographic algorithms or implementations. Weak ones lead to data breaches, unauthorized access, and compromised systems. We can mitigate this by upgrading to RSA key lengths, with a minimum of 2048-bit keys for RSA to meet current standards. AES encryption ensures that AES encryption uses secure modes like CBC with proper padding or strong GCM. (Bouncy Castle: CVE-2017-13098, CVE-2016-1000343)

**Testing and Monitoring:** Implementing automated vulnerability scans and penetration testing as part of a secure development lifecycle (SDLC). This includes deploying monitoring tolls to detect anomalous patterns such as repeated request cancellations or infinite loops caused by malicious payloads. (Tomcat: CVE-2023-44487, CVE-2020-17527. Spring Framework: CVE-2021-22096)

**Remove Legacy Features:** Deprecate outdated or insecure library features present exploitable vulnerabilities that attacker can target. Deprecating and removing legacy features, particularly those that are no longer supported. Removing these reduces the risk of exploitation and ensures applications align with current security standards.This is especially relevant for components like SnakeYAML and Log4j, where older configurations have been shown to introduce critical vulnerabilities. (Log4j: CVE-2021-45046. SnakeYAML: CVE-2017-18640)